Using Git with a central repository

By Abhijit Menon-Sen <ams@toroid.org>

This tutorial explains how to share a Git repository among developers. It is meant for small teams who are adopting Git for the first time, and want to get started quickly with a familiar setup before exploring Git's many new possibilities.

If you follow this route, you will end up with a single centrally-hosted repository that everyone in your group can use to publish their own work and fetch whatever others have published. People used to a centralised VCS will find this model easy to adjust to, but of course, each user's "working copy" will itself be a fully-fledged Git repository, and many new workflows are available to users as they learn more.

It would help if you're familiar with basic Git terminology and usage, but if not, you can skim through to find out which commands you need to read about and experiment with. (I recommend Git from the bottom up and the Git tutorial for an introduction.) I shall assume that everyone has git 1.6.5 or later installed, and that they have ssh access to the server that will host the repository.

Repository setup

In the ideal case, you create a repository on the server, clone it on each workstation, and are ready to start work. That happy situation is described below, as well as the all-too-likely addition of an existing repository into the picture.

On the server

Use git init to create a new repository. The easy way to give people read-write access to it is to add all the relevant users to one group (say dev), and give that group ownership of the repository:

$ git init --bare --shared foo.git

Initialized empty shared Git repository in /git/foo.git/

$ chgrp -R dev foo.git

It doesn't matter what user you run this command as. The --shared option sets the permissions on everything in the repository to group-writable.

Let's say the server is named example.org, and the new repository lives in the /git/foo.git directory. To anyone with ssh access to the server, the repository is now available at ssh://example.org/git/foo.git.

Importing an existing repository

This can be done in many ways. My advice is to set up the new repository on the server, push everything from the old repository into it, and forget about the old repository.

$ cd existing.git

$ git push ssh://example.org/git/foo.git '\*:\*'

Counting objects: 3, done.

Writing objects: 100% (3/3), 204 bytes, done.

Total 3 (delta 0), reused 0 (delta 0)

Unpacking objects: 100% (3/3), done.

To ssh://example.org/git/foo.git

\* [new branch] master -> master

The output above is from a test repository with a single commit. The \*:\* notation pushes everything, including tags and remote branches. If that's not what you want, use a more specific notation and multiple pushes; or just get rid of any branches, remotes, or tags you don't want before you push everything. There are many complications possible at this step, but discussing them is not within the scope of this article.

(Why forget about the old repository? It's just simpler that way, but if you really want, you can configure it to pretend that it's just another clone of the new repository.)

On the clients

Each user can now create their own copy of the central repository:

$ git clone ssh://example.org/git/foo.git

Initialized empty Git repository in /home/ams/foo/.git/

This clone is now configured to track the central repository, which means that git pull will pull any commits from it that you don't have already, and git push will push any new commits back to it. The next sections explain how this works.

(Note: You'll see a warning about having cloned an empty repository if you didn't push anything into foo.git. There's no problem with starting from scratch, but you need to remember that the very first push back to the central repository is special. More about that later.)

Let's pretend the original repository looks like the following diagram. The dots are commits, and there are two branches named master and other:

Pushing and pulling

The newly-cloned repositories can refer to the central repository as "origin", which is just a handy alias for the full ssh:// URL. During the initial cloning operation, any branches that exist in the origin repository are saved as "remote branches" in the clone. A branch named x in origin would be named remotes/origin/x on the clone. Remote branches are meant to represent the state of a remote repository, so you shouldn't commit to them directly.

Instead, you should create a local branch that follows or tracks any remote branch you're interested in; and this is done automatically for the default branch, conventionally named master. After the clone, you will have a remote branch named remotes/origin/master, and a local branch named master, which is checked out already. The former represents the latest commit in origin. The latter follows along, but will include your own local commits too.

When you git commit, your master branch is updated to point to the new commit. When you git push, your master is used to update origin's master. When you git pull, origin's master is used to update your remotes/origin/master branch, which in turn is used to update your own master branch.

Other people's changes

When multiple people push commits to a shared origin, the update process involves an extra step. Suppose you push a commit while a colleague creates a new local commit of her own. When she tries to git push, the server rejects the push so as to not lose your commit (which she doesn't have). She must then run git pull, which will first upda

http://toroid.org/ams/misc/merging.png![](data:image/png;base64,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)te her origin/master remote branch to include your commit, then merge it into her master so that it includes both her commit and yours.

Her next git push will push the merged branch to origin. If you run git pull next, your origin/master will be updated to match origin's new master, then merged into your master so that you have your colleague's commit too, besides any new ones of your own. If you run git pull without making any local changes, Git will update the remote-tracking branch, and fast-forward your local branch to the new commit without creating a new merge commit to record the event.

Merging and conflicts

If the various commits do not conflict, Git will merge them with no intervention. Otherwise, it will merge any non-conflicting changes automatically and ask you to resolve the remaining conflicts by hand. Run git status to see which files have been merged, and which ones need your attention. Look for ====== conflict markers in each unmerged file, edit the surrounding text to fix the problem, and run git add filename to mark that file as resolved. When you're done, run git commit to complete the merge. See git-merge(1) for more details.

Using other branches

You can create new local branches with git branch branchname and switch between branches with git checkout branchname. To push a new branch to the server, run git push origin branchname. This will create a branch named branchname in origin, and remotes/origin/branchname in your repository. Anyone who then runs git pull will get their own pair of remote-tracking and local branches of that name.

If you do not explicitly push your new local branches, they stay in your repository and are invisible to others. git push by default pushes only those branches that already exist on the server. This is why you have to explicitly git push origin master the first time you push to an empty central repository. In contrast, git pull will create local copies of any new branches on the server.

You can also use git remote to add nicknames for other repositories than origin. You'll get a new set of remote-tracking branches for the new remote repository, and you will have to specify the name as an argument to git push and git pull, but the transfer of commits will otherwise work in exactly the same way.

Pulling and pushing can be much more flexible than described here—you can specify what branches to track and update automatically, have different local names for branches, and so on. See git-push(1) and git-pull(1) for more.

Outgrowing this setup

Git offers many other workflow and configuration possibilities. Here are a few directions to explore.

Use hooks to automate tasks like sending email to the developers for every commit or enforcing coding standards.

There are graphical frontends like git-cola and QGit, and repository browsers like gitk and Gitweb (both distributed with Git). Use them to browse history and assign blame. Use git-bisect to find out which commit broke a particular test case.

You may eventually need to provide read-only repository access to people outside your own team/network—set up git-daemon. To give someone write access, just give them an ssh account on the server; or install gitolite (the better-documented and better-maintained alternative to gitosis) for fine-grained access control and easier user management.

With more users, the "everything in the master branch" model described here may prove inadequate. There are many workflows that take advantage of Git's easy branching and merging, such as this nicely-illustrated one and the suggestions in gitworkflows(7). Even if you adopt a more decentralised approach, you can keep using your formerly-central repository as a fixed point of contact and for backups.

Questions are welcome

Questions are welcome, no matter how basic they are. By asking them, you may help to improve this tutorial, and thus help future readers.

Thanks to everyone who commented on this document.
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